**EXERCISE -** 11

**BACKTRACKING**

**Aim:** Write a java program to implement all pair shortest path problem.

**File name:** APSP.java

**Program:**

**public class APSP {**

**public static void main(String[] args) {**

**int[][] p = { { 0, 6,14},**

**{ 6, 0, 2},**

**{14, 2, 0}};**

**int n = p.length;**

**OptimalAPSP(p,n);**

**}**

**public static void OptimalAPSP(int a[][],int n){**

**for(int k = 0;k<n;k++){ //recurring : Dynamic programming**

**for(int i = 0; i<n;i++){**

**for(int j = 0; j<n;j++){**

**a[i][j] = Math.min(a[i][j],a[i][k]+a[k][j]);**

**}**

**}**

**}**

**System.out.println("All Pair Shortest Path is:");**

**for(int i = 0; i<n;i++){**

**for(int j = 0; j<n;j++){**

**System.out.print(a[i][j]+", ");**

**}**

**System.out.println();**

**}**

**}**

**}**

**Output:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYwAAAB/CAYAAAD8SPVJAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABnYSURBVHhe7Z1/bBZHesef9p/+10oX3FR5KwUTpXlzEdh/FEWqESghp5j3csE63aFegLQKGPqek0o1RaCAJZDDyRRB5AafL5iTTnHgEEERvktfQJyJQBjJck7CRinv9VR+qHmtppCTrn9UTf9xZ3Znd2d2Z3dm/e4av36/H2nsd3d2Z5+d2Zlnfuw+zx/8z//+3xwBAAAABv5Q/AcAAAASgcIAAABgBRQGAAAAK6AwAAAAWNFwCuPmQJkqD8VGAwL586XR8xeAerh5dpg+yfH5bziF0b69kyonZ8RW47Go5Z8+TM8+t4rePB//xC32/LeR7+bAKuc+nbBjTOwNeHC+7MYNRNNRzk1II4mk9G0ZSbi2HydCUnnGkZQ+CJj58R/RWy99jy7/Tuwwcovef+cwPT18iR5Iv7Oi/cUV9C9Xbomt7IkoDJsK4T/wTijTCOvVjUyLSAvC51cezrA0LCvPso1UunNBbOipVz4H3njWUaFjSZJfNNjh4Ff4h2P0piZeOaYe2vbQ7dObxUYMFvnPqezQy6juPyyOdpHjvPuRGz9ehknnOxjk48/GyeIVuv35jBt6qmo5szJYWy07cb1il0oHHb0qzhWhd0WrG+WXXzDKCeqTkNWQvvH+GJUdZSp4MjD5I2Xf0a/Id7xrmYhwMdU/Y/oWPLLyX2BW/fBr2r/7ebFlw0oqPMb+PfYEtbg7nN+Zsexl+vZXt+im2NTxYGKYnuaKygnD9D4blbz/GxFpgn+HEQ43DmybO/eFtG+yf+7JA59Ff4sw+FRxbnAy2E4K989s054f3pcYmAxvnJmNjatHvgUJBvnDcX55fPHR3BvevbHfg95xSemlDTZppbzeoKZszx34aO6+Jp3Bp0LPHgs3DhQjx8Wd74SU8vG0dPt1ckdC+FpyuYgw+Hr69GPvj+0LP8s3DvQr23HX48FY/yzSTxsWsvz5sanakgzC3bFDc2Oz+jhdOPtu/9zfjP9H5HdmYfpn8WmyuMIHv5b2/Xru3f39c+9OS8ckBLspKdbz7L1zV2wQrS+qGrGb9US628SGgfO8d7V3ldhy4eeH97k9iZj5aCZPqfJTsRElST6/d8V7VFKP3e9Fyb14zQjD6fEMjCk9HX/0InqYflp+jzPUEzLIH2b2znIqqZ3ERNQpCU0e+nK5YeT8GAvyQbP6+/NIKX8Edv1KsYNaeDrVCbHTpesQK/vrqsBTox1UWiNlQML5DmnkY+VdITFCmAc3L9xTZWMjnNXVF/0842sqhR9tdDdsSbi/B6waFgpiw+eeWsYTfVL5quVvqn9W6ddLjuXfvneGrhWH9c+tLf96hN56iU81ueHEpbMs/KeIJLq8N4h768eTYq89f85GGO3LHhdb6m+H35yWRgCH6f2JSyx8KSJdPhl2Rwfa9YpnXqNvz4zHjjJeKvyp+MVZSTv376Gdz7hb/ujj7C1WNy5RWchQFte3UxisUlGpw/3NCmk7qxBxD2QiLJ35lmGYUg/ph8oG+Vq6hp2hdu/oFnp2XZWO88rCwvbWWfcAVuG9fbopA165ekf7qNbjHsMDDYkpO3ZtZUqHb7P4oyLrZGLlZ4zvk+Vfxa61x43gsoUquwO7jjft4DRQypTJMNXWSQqLVbZnh4pS/AwVKn1KuYzv26K/P4kk+U3IjezqYlUtnzWdRPuCxp4r+GNby4rCTDrfw1a+Ef4M6PLUkqk7nRFlzhutwpA7FXqy2J9K2XOS7+8e1WriZwyOAvCDVP5W9S85fXVKKAhpGue8y9+r44UhLluK9onDlcUHT9J7v/raD62fbiWvuebK4u7rQdz+p47QO0fSKY32TUED/Uo5+O3AlcWVx+i3rBH3QmHmZuIUk45XXqSIknFgymRn7We+MgornZaOMrtmif7x3yr09E++cpQJl2Hnsv9y4mMUxgTtWic9EKxSdUvzoLxCqA9kykKxoHTCTTu2srFGMq4XaSXf1g9ZnGiIGe1tKRoNdq48oipQVfxKQYL86w9Jc+ws8AfftnGeGg2VHQvH6JRfoStDRLdPqD1entfyPDe/vvH+YuSv7DDMK7NG6yQFDUDLmqK6SM3XIDoCeacqE9S7QSob0/keCfnrwNJ5kzUmhavBM5AapnynvY5UiNKJYfa3HFk/MGJ7fylweu0Z1U+3XkaD97wsmvJneG1IzakPBrkElz8gem9gk9hy+dbA19T38p8R/e4s3X3hPu34pohgPP7yOer+rtjIgE+uEH1UfllsuXClMtyhjkL4vt/uL9MrcY9XwiiDK6xAIa2h2k80I5W/KLG416hdbLY/s9L5H6Mwwgt7yZWq+/RyY6/HgT0MbdLUVr2sLt2z6tlYy7fA2MrPH/w2VnGsCC14esF2yjANtvLLPLh+kcb56M7vjPSxbXWRutSzmY6xUc0D1jhUqF+R3eZ8j1j5+CjLGV0mdEgs4NM3Xk83K0z319K6XPwKME1Z1qr33B8W9W8+6adhIcs/6BSY27ClyPOrfk+TxsXslbTz+39Cta/EpgG7KSkJ/gZFuLfCh4jReU893eG3Uji8Aof2Ja5hCPjQMzxdUq98WTBeFdNbDP6WzK6Ytl4nvxaWP8e8N3EMdJUuJo5GeCMazmtnXUezXmNCJ/8TK04p1+f3Py2tKU1VOyPK7Pbp0PQRGx30Tlykg2/3sdZD7cFbnS/QyefcqzMlFzQglQGLMtAwVS1m1pB6GO+P5U3hrlRWrFGslbaJDTe/lbxgz84PpGkzY/0zpG9isZS/s443j07BqhcmI+sSX176nrvvG5uo9dNRsVfARh1jH4vfGcAb+e/z9QMJZ10htC9xDUPQ0rGG6Ir6yu4nw9Fzbk7/3n1zy4KItVpewD+Q8oRPT8jDat6QhxvA8DEmeKVdu09KhPeKQ9Mk7nX4SCe5wHla51uHpSFxsny6eGd6Ssxjh+/fo/e020vnD+IxvkPIHKS3mT28biMkX2P9oQ+pVNnCtoN4GUV+XnFfO+VGyMj5oztGkp+juwdPfk4k/73zpbS9PNPdn0w4/znK9b20eW+P9wadnUG5ao9luDJSUP4pz/eweT6M+Stdz4fJM3K9Q5mqdVDkFMhyxaR/+2qn9f2p5RctF7X8o/GR8g/VP1P6Jh5l+R+9w+uaprxSwBXEO0d+KbYY371G7/1QvDrLFET/pq3kzuhz3qFXd0/SL44QvXr2HH3rG2J3HXAF8Vef/rfYYvDpoU3ulJAHVxj/8NUf07t/lzAtxeBpfbys7K+TuOe5vz1eeuFv/SkvXbx8/SVh3nxkxxh1hxROIwH586XR8xeA+XOL3h+epZ2hdZH5An8YAAAArEi9hgEAAKA5gcIAAABgBRQGAAAAK6AwAAAAWAGFAQAAwAoojPnA36VPa6MGAAAanEX3Wq36YZXpoyRB4odHHdS7lf3b4H68ZXO+FUxpvHl3W3pbQQAA0KAs2u8wuLmG1RuqdFDTKHOLrLPbpS85eY//wgb3K1H5t4B/nU3Sl86J59sS96UvAAAsUaJTUvzTd8kW/Ft7z4oIhmwnnu3/kibphH/sEfeYpPNtYQ14or+DMNz2TD3+OkLnAwAAiKJZw3iSNp4N7L2/9/r9wBjXN3fT/t3fcW2rDGyix+l52vGra7SSvkOvnt3tHpN0viUme/cRWG+/Ln8d8vkpmJaMDAIAwFJHMyXFRw1rSbGNKBvfcuKPUKswtOUY6vr33aH4pPMNcCNjJ1sDpzbhbUZ0HSLZQNqIY+I4mIJKe34czlqJxoMZAAAsRSIjjMt7uTKQRghnR0l26EdsVLGRDSZ+cYaPGiZpjFtp/OtAGZjPT8bO3j23RimbOE5u7KP+MNKdr4UpsoNQFgCAJiKkMCbpLm1STPRe/ifZlK/L4y/vppUfH6HLl67Rrb+Uj7c7P4k0/g50LKQ/jLbQWgkAACxlolNSfGH77/eLDaKVu0fpyyOs0Q9NK3k241f+89eKy0Lb8yPwqScLe/c/py3KdFJafx3h6ai0vjx8mLx4SwoA0EzAvPl8wXcYAIAmA196zwf+3cZrwZtcAADQDGCEAQAAwAqMMAAAAFgBhQEAAMAKKAwAAABWQGEAAACwIr3C4N9LeF9hD8yInRKm+KUMf3uK3bftR4YgJchfAB4pEYXBP3xzGnsnHBZ7JZZtpOPiC+xesUvBFG+Af1gXXF+EHWMiNgW8cclJYXEbUoF8ZRoZYGGaRbTtodunN7sH5ciD84dzdd5UT/pZlF/s9bPM3xyfDwCWKhGFUTrhNvZHt/bTtRQmObKife8M/XxryNZTTzV95eaNSx52nlhD4xgc9GT7fJho1MIEe5OQWfnlTV7PBwBLGP2UFGsUU/mjyBsmh++vQp7y0vVeDVNi/uiAx0nHplGMZn8bs8pIzRl9SIRHKHJv2iQfdwa1dt8p2rXOO18cK8GP8eM05t3VUcBhZ4TkHWOTfmpSlJ/d9ZPzNxHD88FJyh8P9/rR/QAsZbQKI7U/irxhlTzwV9FK25N6r4YpsZauYTeOW8RdV/WP3d5q6duCNX4mfxvj+7ZQrSeQkYaCRtE3iS7i+Ailti5IwyQfV07XDm1We/CK6Xduyl2Kc9KXphZZXk4VrwTxV4s0LdnWMqU/L1KUn831k/LXiGnK1JA/ADQzUYXBKsxJKvu+I1rWFKlyUt8Ty48JtYfJGk7fyN+yVTQlx712yt2flq0fsgYhMGve3mbfKPJpF79BCTX4HG7QUB5xFKgqfhGdr3RGGsDuq51Uux7SOvOUb2o0lHcsHKNTQS+cNZiFiqTw1vVR22nJXW0m5Ft+SflbN5b5407dZp1vACxuIgrDzh9F3oTmwKWGk5svV3rQV/tpvYh7VET9bTxCOvqlfAuC3MB661ReKAxlPbXSWOUXJv/8AaAxiSiMev1R5E2NOpVeXeVtzyT6wlCvv42uUnSK7+bJi1RIZcjwnqKg+Hy6N4LoKl1MLCs+JWae849Pv17syi+/65uwyx9XJqxhgGZDMT7IFwPT+qPw6D3t9mKV4yW8eBPh8yP+KvjrkNI0Ru+hfprexxodPoWzd5Xx+ryih/1lONM/lvP0uvN9GSXZvH3B8YEbWL6we8z55SLfo5V8D8ck3yHRvNXlgXeMs4ayT71ApGwM6SdRb/k5xF3fMn+TMD0fVvnDcK8b1BMAmgFYqwUAAGCF/rVaAAAAIAQUBgAAACugMAAAAFgBhQEAAMAKKAwAAABWQGEAAACwIlZh+Abs5mNa3BL+Lrv3RXmmH2bx9/UXQH4AAGgmtApDMd/QU83lK2+ukGQDcrYfhhnhH30NFf10F6VpbQAAaECiCoP1zms90terjnXWn4qNbPAsqmamJGRqVWrr2Sg2GEz+oyRMawMAAJg3EYXxgLWtUbtI9zK1mTMlWcPNHKYg6EJoRFH0TGsDAACYL5opKdXwW+Y8HKNp1uOX1y+ynvLqKg4HaxjPlYlSGfYDAACgI3bROzdqVRof7aNdK7i/B3edYXu1L7sRDFNIB8MOihbcnwcAACw9IgqjpXW5+BUwe2d5dlNI3F0ntywqWV9t35CdPwnuz6Ntg2p5toA1DAAAqJvoCIM16IW7Uo+c9dhrpW1iI8B57Xaer6x2HbqnvEarWzeZb/otazqZglCpUav4FVCP/AAA0Ixop6RWk7QGILvX9Jg+7Phz6JXfRkoB91tdGBLps7C2ukEdwdST/jJ2jpQ2X8MobA/5uqhTfgAAaEbm5Q/DcUJD9k6H0tLo6QMAwFJkXoveU6MddDTca8+QRk8fAACWIvC4BwAAwIqFf60WAABAQwKFAQAAwAooDAAAAFZAYQAAALAiUWHk5q+Ckae/Df7arP8dBj7OAwCATIhVGLn5q2Dk6W/jwfkynSxe8eWGPwwAAMgGrcLI1V9Fzv42+Ffkx+Uv0+EPAwAAMkGrMPL0V7EQ/jYUHo5RRWNLCgAAQDqiCiN3fxU5+9sIMbKuSsdhAgQAAOomqjDy9lexUDDF9yY3PHh1j9gBAACgHqIKI2d/Fbn72+BMH3as7B7/XForAQAAUBfaNYw8/VXk7W+DvyX17FCRjYyCkUVlIJoO/GEAAEA6tAojV38VjDz9bUxVJogm+oL0Wdh1R0R6wB8GAACkBv4wAAAAWKEdYZiAPwwAAGg+4A8DAACAFfMaYQAAAGg+oDAAAABYAYUBAADACigMAAAAVugVBv9S2vuOoUH9VeTpbwMAAJqRqMLgNpicL6Xz8SexEP4q8vS3AQAAzUpUYdSq1CZ/AZ2xP4nc/VWw0VGe/jYAAKBZiSoM1sDShVCPv9ghfuRAxv4qFtzfBgAANAnaNYyuomTr6bky0Zr8TL5m769iYf1tAABAs6BdwzhYLQdrDJ8PU+1kDj6x4a8CAAAaiojCeHD9IrVtUHv8hax9YvO3sHLyV7Eg/jYAAKAJiSiMljWdTEGo1DRrDIvWX0XO/jYAAKBZiU5JLdtIJPnC4GsYhbBl10XuryJPfxsAANCswB8GAAAAK7RvSZmAPwwAAGg+4A8DAACAFfMaYQAAAGg+oDAAAABYAYUBAADAioZTGDcHyg1tFwry50uj5y+oD5R/vjScwmjf3kmVPEyVLBCLWn7+Bf5zqxLNwS/2/LeRz+SPxfm4lMdpzO4r5yakkURS+rYk+Xvx40SYj3n/pPQXM43QPpjKP4vnIy8iCsOmQvg35IQyjTCtPjItIi0In195OMPSsMycZRupdOeC2NBTr3wOvPHMo8CS5BcNdjj4Fd6xvxWNV46ph7Y9dPv0ZrERg0X+cyo79DKq+w+Lo13kOO9+5MaPl2HS+Q4G+fizkeiPhZXBWmFLrVfsUumgo56vFRF6VwhLCH75Bb3coD4JWQ3pG++PYfT30tGvyKe4E2CY6l8W/mQWZflH6k90NJKYvql+2mB6vozP3yOGv1YbDjcObJs794W0b7J/7skDn0V/izD4VHFucDLYTgr3z2zTnh/elxiYDG+cmY2Nq0e+BQkG+cNxfnl88dHcG969sd+D3nFJ6aUNNmmlvN6gpmzPHfho7r4mncGnQs8eCzcOFCPHxZ3vhJTy8bR0+3VyR0L4WnK5iDD4evr0Y++P7Qs/yzcO9CvbcdfjwVj/LNJPGxZd+WvuMRyS8j+8L9JeWgbT86WL53mRqq3MONhNSbGeZ++dwADh+uIT4pdLN9OG3W1iw8B5rj1DX1jz88P7XE0fMx/J5ClV4p0iJcnn9654j0rqcfi9BLkXohlhOD2egTGlJ+KPXkQPxE/L75GEeioG+cOkNZ6oTklo8jDUUxo5P8aCfNCs/v48UsofgV2/UuygFp5OdULsdOk6xMr+uiow/9CyJJvYTzjfIY18rLzr8cdy88I9VTbWw11dfdHPMz6nXvhRShM0Cfdn5e9FMb2jlr+p/i2IP5nFVP46TOmHWEjjpu17Z+iacD8RqZcLgJ3CYJWKSsKJEsvE7axCxD2QibB0srrHUg/ph4IG+bjHP2e4N7pFWMx1h97bW2fdA1iF9/bphoS8cvWO9lGtxz2GBxoSU3bs2sqUDt9m8Uc1/qdi5WeM75PlX8WuJQw1ctl05kzYdbxpB6eBUqZMhqm2TlJYrDK4xh+DYwqVPqVcxvdt0d+fRJL8JuRGdnWxqpbPmk6ifUFl5wr+2NayUiGTzvewla9efyxTdzojjQWv1IUhdyr0ZLE/dWOSfH9mfy+OAvCDVP5W9S85fXXKJghpGq/FVP46TOnH1s8FwmvDCo7NvxTtbwbEKIwJ2rUuyJCwAT9eIdQHMnuhSyfctGMrG2sk43oRVvJt/ZDFBQXd3pai0WDnyiOqAlXFrxQkyL/+kDTHzgJ/MGwf/qnRUNmxcIxO+RW6MkR0+4Ta4+V5Lc9z8+sb7y9G/soOzbyyDGu0TlLQALSsKaqLlHwOuiOQlxur7JXN7ZvO90jIXweWTt3+WJjynfY6UiFKJ4bZ33Jk/cCI7f2lwOm1Z1Q/3XoZDd7z0jDlH2LEW6e1SL+e+pklXhtZc+q7Id8zIkZhhBf2kitV9+nldl7u2MPQJk1t1cvq0j2rno21fAuMrfz8wWjjVn5tCC14esF2yjANtvLLcH8r43x053dG+ti2ukhZ6tlMx9io5gGrvBXqV2S3Od8jVj4+ysrAHwufvvF6ollhur/5+HupVe+5PyzqX97+ZBZF+SeQJn2PVPUzS1j+uJ0ecxudFXZTUhL8DYpwb4UP4aLznnq6w2+lcHgFDu1LXMMQ8KFZeLqkXvmyYLwqprcY/C2ZXTHPkk5+LSx/jnlv4hjoKl1M7O3wShTOa2ddR7NeY0In/xMrTinX5/c/La0pTVU7I8rs9unQ9AHrHfZOXKSDb/ex2qj24K3OF+jkc+7Vwh+LDVPVYmYNqYfx/ljeJPl74fmt5AV7dn4gTZsZ658hfROLvfxNpEnfJ0X9zApnnTKDTk9qwqvgzio8f2tChMjbCa+r8bpjTMF5U0NOQ/NWh3sd89sHPC35jQeTfLp4+a2D8P17wbuG80YJD0LmIL3gTRL5Gm+c+Uxs6980UeSf7PfPU4KcP7pjQm9N6O5BzqNI/nvnS2l7eaa7PzmE858H5fpe2vwNL2+fVK7aY1lwZZTKP+X5XrB5Poz5q3sONW9DefsDOUWQ5YpJP839qeUXLRe1/KPxkfIP1T9T+qawaMtfVzYi2KRvVT9NwfR8GeLd51c6foHDkrBWy+cfu0Pz8o0E5M+XRs9fUB8o/+yAeXMAAABWpF7DAAAA0JxAYQAAALACCgMAAIAVUBgAAACsgMIAAABgBRQGAAAAK6AwAAAAWAGFAQAAwAooDAAAAFZAYQAAALACCgMAAIAVUBgAAACsgMIAAABgBRQGAAAAC4j+HyO10sjXYIbOAAAAAElFTkSuQmCC)**

**Aim:** Write a java program to implement graph coloring problem.

**File name:** GraphColoring.java

**Program:**

**import java.util.Arrays;**

**public class GraphColoring{**

**private int V;**

**private int[] colors;**

**private int[][] graph;**

**public GraphColoring(int[][] graph) {**

**this.graph = graph;**

**V = graph.length;**

**colors = new int[V];**

**Arrays.fill(colors, -1);**

**}**

**public void graphColoring() {**

**if (colorGraph(0))**

**System.out.println("Graph can be colored: " + Arrays.toString(colors));**

**else**

**System.out.println("Graph cannot be colored.");**

**}**

**private boolean isSafe(int v, int c) {**

**return Arrays.stream(graph[v]).noneMatch(neighbour -> c == colors[neighbour]);**

**}**

**private boolean colorGraph(int v) {**

**if (v == V) return true;**

**for (int c = 0; c < V; c++) {**

**if (isSafe(v, c)) {**

**colors[v] = c;**

**if (colorGraph(v + 1)) return true;**

**colors[v] = -1;**

**}**

**}**

**return false;**

**}**

**public static void main(String[] args) {**

**int[][] graph = {**

**{0, 1, 1, 1},**

**{1, 0, 1, 0},**

**{1, 1, 0, 1},**

**{1, 0, 1, 0}**

**};**

**new GraphColoring(graph).graphColoring();**

**}**

**}**

**Output:**
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**Aim:** Write a java program to implement traveling scale person problem.

**File name:** TSPDynamic.java

**Program:**

**import java.util.Arrays;**

**public class TSPDynamic {**

**private int V;**

**private int[][] graph;**

**private int[][] dp;**

**public TSPDynamic(int[][] graph) {**

**this.graph = graph;**

**this.V = graph.length;**

**this.dp = new int[V][1 << V];**

**for (int[] row : dp) Arrays.fill(row, -1);**

**}**

**private int tsp(int current, int mask) {**

**if (mask == (1 << V) - 1) return graph[current][0];**

**if (dp[current][mask] != -1) return dp[current][mask];**

**int minCost = Integer.MAX\_VALUE;**

**for (int next = 0; next < V; next++) {**

**if (next != current && (mask & (1 << next)) == 0) {**

**int newMask = mask | (1 << next);**

**int cost = graph[current][next] + tsp(next, newMask);**

**minCost = Math.min(minCost, cost);**

**}**

**}**

**return dp[current][mask] = minCost;**

**}**

**public int minCost() {**

**return tsp(0, 1);**

**}**

**public static void main(String[] args) {**

**int[][] graph = {**

**{0, 10, 15, 20},**

**{10, 0, 35, 25},**

**{15, 35, 0, 30},**

**{20, 25, 30, 0}**

**};**

**TSPDynamic tspDP = new TSPDynamic(graph);**

**int minCost = tspDP.minCost();**

**System.out.println("Minimum cost to visit all cities and return to starting city: " + minCost);**

**}**

**}**

**Output:**
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